**Лабораторная работа №12**

**Тема работы:** Разработка программ с применением объектов в функциях

**Цель работы:** закрепить навыки по работе с объектами.

**Теоретические сведения**

Объектно-ориентированное программирование на сегодняшний день является одной из господствующих парадигм в разработке приложений, и в JavaScript мы также можем использовать все преимущества ООП. В то же время применительно к JavaScript объектно-ориентированное программирование имеет некоторые особенности.

**Объекты**

В прошлых темах мы работали с примитивными данными - числами, строками, но данные не всегда представляют примитивные типы. Например, если в нашей программе нам надо описать сущность человека, у которого есть имя, возраст, пол и так далее, то естественно мы не сможем представить сущность человека в виде числа или строки. Нам потребуется несколько строк или чисел, чтобы должным образом описать человека. В этом плане человек будет выступать как сложная комплексная структура, у которого будут отдельные свойства - возраст, рост, имя, фамилия и т.д.

Для работы с подобными структурами в JavaScript используются **объекты**. Каждый объект может хранить свойства, которые описывают его **состояние**, и методы, которые описывают его **поведение**

**Создание нового объекта**

Есть несколько способов создания нового объекта.

Первый способ заключается в использовании конструктора Object:

|  |  |
| --- | --- |
| 1 | var user = new Object(); |

В данном случае объект называется user. Он определяется также, как и любая обычная переменная с помощью ключевого слова var.

Выражение new Object() представляет вызов конструктора - функции, создающей новый объект. Для вызова конструктора применяется оператор **new**. Вызов конструктора фактически напоминает вызов обычной функции.

Второй способ создания объекта представляет использование фигурных скобок:

|  |  |
| --- | --- |
| 1 | var user = {}; |

На сегодняшний день более распространенным является второй способ.

**Свойства объекта**

После создания объекта мы можем определить в нем свойства. Чтобы определить свойство, надо после названия объекта через точку указать имя свойства и присвоить ему значение:

|  |  |
| --- | --- |
| 1  2  3 | var user = {};  user.name = "Tom";  user.age = 26; |

В данном случае объявляются два свойства name и age, которым присваиваются соответствующие значения. После этого мы можем использовать эти свойства, например, вывести их значения в консоли:

|  |  |
| --- | --- |
| 1  2 | console.log(user.name);  console.log(user.age); |

Также можно определить свойства при определении объекта:

|  |  |
| --- | --- |
| 1  2  3  4  5 | var user = {    name: "Tom",  age: 26  }; |

В этом случае для присвоения значения свойству используется символ двоеточия, а после определения свойства ставится запятая (а не точка с запятой).

Кроме того, доступен сокращенный способ определения свойств:

|  |  |
| --- | --- |
| 1  2  3  4  5 | var name = "Tom";  var age = 34;  var user = {name, age};  console.log(user.name); // Tom  console.log(user.age); // 34 |

В данном случае названия переменных также являются и названиями свойств объекта. И таким образом можно создавать более сложные конструкции:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7 | var name = "Tom";  var age = 34;  var user = {name, age};    var teacher = {user, course: "JavaScript"};  console.log(teacher.user); // {name: "Tom", age: 34}  console.log(teacher.course); // JavaScript |

**Методы объекта**

Методы объекта определяют его поведение или действия, которые он производит. Методы представляют собой функции. Например, определим метод, который бы выводил имя и возраст человека:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11 | var user = {};  user.name = "Tom";  user.age = 26;  user.display = function(){    console.log(user.name);  console.log(user.age);  };    // вызов метода  user.display(); |

Как и в случае с функциями методы сначала определяются, а потом уже вызываются.

Также методы могут определяться непосредственно при определении объекта:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10 | var user = {    name: "Tom",  age: 26,  display: function(){    console.log(this.name);  console.log(this.age);  }  }; |

Как и в случае со свойствами, методу присваивается ссылка на функцию с помощью знака двоеточия.

Чтобы обратиться к свойствам или методам объекта внутри этого объекта, используется ключевое слово **this**. Оно означает ссылку на текущий объект.

Также можно использовать сокращенный способ определения методов, когда двоеточие и слово function опускаются:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14 | var user = {    name: "Tom",  age: 26,  display(){    console.log(this.name, this.age);  },  move(place){  console.log(this.name, "goes to", place);  }  };  user.display(); // Tom 26  user.move("the shop"); // Tom goes to the shop |

**Синтаксис массивов**

Существует также альтернативный способ определения свойств и методов с помощью синтаксиса массивов:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11 | var user = {};  user["name"] = "Tom";  user["age"] = 26;  user["display"] = function(){    console.log(user.name);  console.log(user.age);  };    // вызов метода  user["display"](); |

Название каждого свойства или метода заключается в кавычки и в квадратные скобки, затем им также присваивается значение. Например, user["age"] = 26.

При обращении к этим свойствам и методам можно использовать либо нотацию точки (user.name), либо обращаться так: user["name"]

**Строки в качестве свойств и методов**

Также следует отметить, что названия свойств и методов объекта всегда представляют строки. То есть мы могли предыдущее определение объекта переписать так:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11 | var user = {  "name": "Tom",  "age": 26,  "display": function(){    console.log(user.name);  console.log(user.age);  }  };  // вызов метода  user.display(); |

С одной стороны, разницы никакой нет между двумя определениями. С другой стороны, бывают случаи, где заключение названия в строку могут помочь. Например, если название свойства состоит из двух слов, разделенных пробелом:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12 | var user = {  name: "Tom",  age: 26,  "full name": "Tom Johns",  "display info": function(){    console.log(user.name);  console.log(user.age);  }  };  console.log(user["full name"]);  user["display info"](); |

Только в этом случае для обращении к подобным свойствам и методам мы должны использовать синтаксис массивов.

**Удаление свойств**

Выше мы посмотрели, как можно динамически добавлять новые свойства к объекту. Однако также мы можем удалять свойства и методы с помощью оператора **delete**. И как и в случае с добавлением мы можем удалять свойства двумя способами. Певый способ - использование нотации точки:

|  |  |
| --- | --- |
| 1 | delete объект.свойство |

Либо использовать синтаксис массивов:

|  |  |
| --- | --- |
| 1 | delete объект["свойство"] |

Например, удалим свойство:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14 | var user = {};  user.name = "Tom";  user.age = 26;  user.display = function(){    console.log(user.name);  console.log(user.age);  };    console.log(user.name); // Tom  delete user.name; // удаляем свойство  // альтернативный вариант  // delete user["name"];  console.log(user.name); // undefined |

После удаления свойство будет не определено, поэтому при попытке обращения к нему, программа вернет значение undefined.

**Вложенные объекты и массивы в объектах**

Одни объекты могут содержать в качестве свойств другие объекты. Например, есть объект страны, у которой можно выделить ряд свойств. Одно из этих свойств может представлять столицу. Но у столицы мы также можем выделить свои свойства, например, название, численность населения, год основания:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14 | var country = {    name: "Германия",  language: "немецкий",  capital:{    name: "Берлин",  population: 3375000,  year: 1237  }  };  console.log("Столица: " + country.capital.name); // Берлин  console.log("Население: " + country["capital"]["population"]); // 3375000  console.log("Год основания: " + country.capital["year"]); // 1237 |

Для доступа к свойствам таких вложенных объектов мы можем использовать стандартную нотацию точки:

|  |  |
| --- | --- |
| 1 | country.capital.name |

Либо обращаться к ним как к элементам массивов:

|  |  |
| --- | --- |
| 1 | country["capital"]["population"] |

Также допустим смешанный вид обращения:

|  |  |
| --- | --- |
| 1 | country.capital["year"] |

В качестве свойств также могут использоваться массивы, в том числе массивы других объектов:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25 | var country = {    name: "Швейцария",  languages: ["немецкий", "французский", "итальянский"],  capital:{    name: "Берн",  population: 126598  },  cities: [  { name: "Цюрих", population: 378884},  { name: "Женева", population: 188634},  { name: "Базель", population: 164937}  ]  };    // вывод всех элементов из country.languages  document.write("<h3>Официальные языки Швейцарии</h3>");  for(var i=0; i < country.languages.length; i++)  document.write(country.languages[i] + "<br/>");    // вывод всех элементов из country.cities  document.write("<h3>Города Швейцарии</h3>");  for(var i=0; i < country.cities.length; i++)  document.write(country.cities[i].name + "<br/>"); |

В объекте country имеется свойство languages, содержащее массив строк, а также свойство cities, хранящее массив однотипных объектов.

С этими массивами мы можем работать также, как и с любыми другими, например, перебрать с помощью цикла for.

При переборе массива объектов каждый текущий элемент будет представлять отдельный объект, поэтому мы можем обратиться к его свойствам и методам:

|  |  |
| --- | --- |
| 1 | country.cities[i].name |

В итоге браузер выведет содержимое этих массивов:

![Вложенные объекты и массивы в объектах JavaScript](data:image/png;base64,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)

**Объекты в функциях**

Функции могут возвращать значения. Но эти значения не обязательно должны представлять примитивные данные - числа, строки, но также могут быть сложными объектами.

Например, вынесем создание объекта user в отдельную функцию:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13 | function createUser(pName, pAge) {  return {  name: pName,  age: pAge,  displayInfo: function() {  document.write("Имя: " + this.name + " возраст: " + this.age + "<br/>");  }  };  };  var tom = createUser("Tom", 26);  tom.displayInfo();  var alice = createUser("Alice", 24);  alice.displayInfo(); |

Здесь функция createUser() получает значения pName и pAge и по ним создает новый объект, который является возвращаемым результатом.

Преимуществом вынесения создания объекта в функцию является то, что далее мы можем создать несколько однотипных объектов с разными значениями.

Кроме того объект может передаваться в качестве параметра в функцию:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23 | function createUser(pName, pAge) {  return {  name: pName,  age: pAge,  displayInfo: function() {  document.write("Имя: " + this.name + " возраст: " + this.age + "<br/>");  },  driveCar: function(car){  document.write(this.name + " ведет машину " + car.name + "<br/>");  }  };  };    function createCar(mName, mYear){  return{  name: mName,  year: mYear  };  };  var tom = createUser("Том", 26);  tom.displayInfo();  var bently = createCar("Бентли", 2004);  tom.driveCar(bently); |

Здесь используются две функции для создания пользователей и объекта машины. Метод driveCar() объекта user в качестве параметра принимает объект car.

В итоге браузер нам выведет:

Имя: Том возраст: 26

Том ведет машину Бентли

**Конструкторы объектов**

Кроме создания новых объектов JavaScript предоставляет нам возможность создавать новые типы объектов с помощью **конструкторов**. Так, одним из способов создания объекта является применение конструктора типа Object:

|  |  |
| --- | --- |
| 1 | var tom = new Object(); |

После создания переменной tom она будет вести себя как объект типа Object.

Конструктор позволяет определить новый тип объекта. Тип представляет собой абстрактное описание или шаблон объекта. Можно еще провести следующую аналогию. У нас у всех есть некоторое представление о человеке - наличие двух рук, двух ног, головы, пищеварительной, нервной системы и т.д. Есть некоторый шаблон - этот шаблон можно назвать типом. Реально же существующий человек является объектом этого типа.

Определение типа может состоять из функции конструктора, методов и свойств.

Для начала определим конструктор:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7 | function User(pName, pAge) {  this.name = pName;  this.age = pAge;  this.displayInfo = function(){  document.write("Имя: " + this.name + "; возраст: " + this.age + "<br/>");  };  } |

Конструктор - это обычная функция за тем исключением, что в ней мы можем установить свойства и методы. Для установки свойств и методов используется ключевое слово **this**:

|  |  |
| --- | --- |
| 1 | this.name = pName; |

В данном случае устанавливаются два свойства name и age и один метод displayInfo.

Как правило, названия конструкторы в отличие от названий обычных функций начинаются с большой буквы.

После этого в программе мы можем определить объект типа User и использовать его свойства и методы:

|  |  |
| --- | --- |
| 1  2  3 | var tom = new User("Том", 26);  console.log(tom.name); // Том  tom.displayInfo(); |

Чтобы вызвать конструктор, то есть создать объект типа User, надо использовать ключевое слово **new**.

Подобным образом мы можем определить и другие типы и использовать их вместе:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24 | // конструктор типа Car  function Car(mName, mYear){  this.name = mName;  this.year = mYear;  this.getCarInfo = function(){  document.write("Модель: " + this.name + " Год выпуска: " + this.year + "<br/>");  };  };  // конструктор типа User  function User(pName, pAge) {  this.name = pName;  this.age = pAge;  this.driveCar = function(car){  document.write(this.name + " ведет машину " + car.name + "<br/>");  };  this.displayInfo = function(){  document.write("Имя: " + this.name + "; возраст: " + this.age + "<br/>");  };  };    var tom = new User("Том", 26);  tom.displayInfo();  var bently = new Car("Бентли", 2004);  tom.driveCar(bently); |

**Оператор instanceof**

Оператор **instanceof** позволяет проверить, с помощью какого конструктора создан объект. Если объект создан с помощью определенного конструктора, то оператор возвращает true:

|  |  |
| --- | --- |
| 1  2  3  4  5  6 | var tom = new User("Том", 26);    var isUser = tom instanceof User;  var isCar = tom instanceof Car;  console.log(isUser); // true  console.log(isCar); // false |

**Расширение объектов. Prototype**

Кроме непосредственного определения свойств и методов в конструкторе мы также можем использовать свойство **prototype**. Каждая функция имеет свойство **prototype**, представляющее прототип функции. То есть свойство User.prototype представляет прототип объектов User. И любые свойства и методы, которые будут определены в User.prototype, будут общими для всех объектов User.

Например, после определения объекта User нам потребовалось добавить к нему метод и свойство:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19 | function User(pName, pAge) {  this.name = pName;  this.age = pAge;  this.displayInfo = function(){  document.write("Имя: " + this.name + "; возраст: " + this.age + "<br/>");  };  };    User.prototype.hello = function(){  document.write(this.name + " говорит: 'Привет!'<br/>");  };  User.prototype.maxAge = 110;    var tom = new User("Том", 26);  tom.hello();  var john = new User("Джон", 28);  john.hello();  console.log(tom.maxAge); // 110  console.log(john.maxAge); // 110 |

Здесь добавлены метод hello и свойство maxAge, и каждый объект User сможет их использовать. Но важно заметить, что значение свойства maxAge будет одно и то же для всех объектов, это разделяемое статическое свойство. В отличие, скажем, от свойства this.name, которое хранит значение для определенного объекта.

В то же время мы можем определить в объекте свойство, которое будет назваться также, как и свойство прототипа. В этом случае собственное свойство объекта будет иметь приоритет перед свойством прототипа:

|  |  |
| --- | --- |
| 1  2  3  4  5  6 | User.prototype.maxAge = 110;  var tom = new User("Том", 26);  var john = new User("Джон", 28);  tom.maxAge = 99;  console.log(tom.maxAge); // 99  console.log(john.maxAge); // 110 |

И при обращении к свойству maxAge javascript сначала ищет это свойство среди свойств объекта, и если оно не было найдено, тогда обращается к свойствам прототипа. То же самое касается и методов.

**Инкапсуляция**

Инкапсуляция является одним из ключевых понятий объектно-ориентированного программирования и представляет сокрытие состояния объекта от прямого доступа извне. По умолчанию все свойства объектов являются публичными, общедоступными, и мы к ним можем обратиться из любого места программы.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10 | function User(pName, pAge) {  this.name = pName;  this.age = pAge;  this.displayInfo = function(){  document.write("Имя: " + this.name + "; возраст: " + this.age);  };  };  var tom = new User("Том", 26);  tom.name=34;  console.log(tom.name); |

Но мы можем их скрыть от доступа извне, сделав свойства локальными переменными:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25 | function User (name) {  this.name = name;  var \_age = 1;  this.displayInfo = function(){  console.log("Имя: " + this.name + "; возраст: " + \_age);  };  this.getAge = function() {  return \_age;  }  this.setAge = function(age) {  if(typeof age === "number" && age >0 && age<110){  \_age = age;  } else {  console.log("Недопустимое значение");  }  }  }    var tom = new User("Том");  console.log(tom.\_age); // undefined - \_age - локальная переменная  console.log(tom.getAge()); // 1  tom.setAge(32);  console.log(tom.getAge()); // 32  tom.setAge("54"); // Недопустимое значение  tom.setAge(123); // Недопустимое значение |

В конструкторе User объявляется локальная переменная \_age вместо свойства age. Как правило, названия локальных переменных в конструкторах начинаются со знака подчеркивания.

Для того, чтобы работать с возрастом пользователя извне, определяются два метода. Метод getAge() предназначен для получения значения переменной \_age. Этот метод еще называется геттер (getter). Второй метод - setAge, который еще называется сеттер (setter), предназначен для установки значения переменной \_age.

Плюсом такого подхода является то, что мы имеем больший контроль над доступом к значению \_age. Например, мы можем проверить какие-то сопутствующие условия, как в данном случае проверяются тип значение (он должен представлять число), само значение (возраст не может быть меньше 0).

Также, для выполнения роботы вам необходимо будет ознакомиться с документом «Регулярные выражения"

**Порядок выполнения работы**

**Практическая часть**

**Простые задачи**

1. Реализуйте класс **Worker** (Работник), который будет иметь следующие свойства: **name** (имя), **surname** (фамилия), **rate** (ставка за день работы), **days** (количество отработанных дней). Также класс должен иметь метод **getSalary()**, который будет выводить зарплату работника. Зарплата - это произведение (умножение) ставки **rate** на количество отработанных дней **days**.

Вот так должен работать наш класс:

var worker **=** new Worker('Иван', 'Иванов', 10, 31);

console.log(worker.name); //выведет 'Иван'

console.log(worker.surname); //выведет 'Иванов'

console.log(worker.rate); //выведет 10

console.log(worker.days); //выведет 31

console.log(worker.getSalary()); //выведет 310 - то есть 10\*31

С помощью нашего класса создайте двух рабочих и найдите сумму их зарплат.

**Геттеры и сеттеры**

1. Модифицируйте класс **Worker** из предыдущей задачи следующим образом: сделайте все его свойства приватными, а для их чтения сделайте методы-геттеры. Наш класс теперь будет работать так:

var worker **=** new Worker('Иван', 'Иванов', 10, 31);

console.log(worker.getName()); //выведет 'Иван'

console.log(worker.getSurname()); //выведет 'Иванов'

console.log(worker.getRate()); //выведет 10

console.log(worker.getDays()); //выведет 31

console.log(worker.getSalary()); //выведет 310 - то есть 10\*31

1. Модифицируйте класс **Worker** из предыдущей задачи следующим образом: для свойства **rate** и для свойства **days** сделайте еще и методы-сеттеры. Наш класс теперь будет работать так:

var worker **=** new Worker('Иван', 'Иванов', 10, 31);

console.log(worker.getRate()); //выведет 10

console.log(worker.getDays()); //выведет 31

console.log(worker.getSalary()); //выведет 310 - то есть 10\*31

//Теперь используем сеттер:

worker.setRate(20); //увеличим ставку

worker.setDays(10); //уменьшим дни

console.log(worker.getSalary()); //выведет 200 - то есть 20\*10

**Практика**

1. Реализуйте класс **MyString**, который будет иметь следующие методы: метод **reverse()**, который параметром принимает строку, а возвращает ее в перевернутом виде, метод **ucFirst()**, который параметром принимает строку, а возвращает эту же строку, сделав ее первую букву заглавной и метод **ucWords**, который принимает строку и делает заглавной первую букву каждого слова этой строки.

Наш класс должен работать так:

var str **=** new MyString();

console.log(str.reverse('abcde')); //выведет 'edcba'

console.log(str.ucFirst('abcde')); //выведет 'Abcde'

console.log(str.ucWords('abcde abcde abcde')); //выведет 'Abcde Abcde Abcde'

1. Реализуйте класс **Validator**, который будет проверять строки. К примеру, у него будет метод **isEmail** параметром принимает строку и проверяет, является ли она корректным емейлом или нет. Если является - возвращает true, если не является - то false. Кроме того, класс будет иметь следующие методы: метод **isDomain** для проверки домена, метод **isDate** для проверки даты и метод **isPhone** для проверки телефона:

var validator **=** new Validator();

console.log(validator.isEmail('phphtml@mail.ru'));

console.log(validator.isDomain('phphtml.net'));

console.log(validator.isDate('12.05.2020'));

console.log(validator.isPhone('+375 (29) 817-68-92')); //тут можете формат своей страны